**UNIT -1 Finite Automata (ACD)**

A finite automaton, or finite state machine, is a computational model used in computer science and mathematics. It is a concept in automata theory that describes a system with a finite number of states and transitions between those states. It is designed to accept or reject sequences of inputs based on a set of predetermined rules.

The automaton starts in an initial state and transitions from one state to another based on the input it receives. Each transition is determined by the current state and the input symbol. If the sequence of inputs leads the automaton to a final state, it accepts the input; otherwise, it rejects it.

Finite Automata(FA) is the simplest machine to recognize patterns.It is used to characterize a Regular Language, for example: /baa+!/.  
Also it is used to analyze and recognize Natural language Expressions. The finite automata or finite state machine is an abstract machine that has five elements or tuples. It has a set of states and rules for moving from one state to another but it depends upon the applied input symbol. Based on the states and the set of rules the input string can be either accepted or rejected. Basically, it is an abstract model of a digital computer which reads an input string and changes its internal state depending on the current input symbol. Every automaton defines a language i.e. set of strings it accepts. The following figure shows some essential features of general automation.
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***Figure:****Features of Finite Automata*

The above figure shows the following features of automata:
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A Finite Automata consists of the following:

Q : Finite set of states.

Σ : set of Input Symbols.

q : Initial state.

F : set of Final States.

δ : Transition Function.

Finite Automata, also known as Finite State Machines (FSMs), are computational models used to represent and analyze systems that operate in a series of discrete states. They are widely used in computer science, mathematics, and engineering for tasks such as pattern recognition, lexical analysis in compilers, and protocol design.A Finite Automaton consists of the following components:

1. States: A finite set of states represents the different configurations or conditions that the system can be in. Each state is typically represented by a circle or a node in a graphical representation.
2. Transitions: Transitions indicate the change of state that occurs when certain conditions are met. These conditions are usually represented by input symbols from an alphabet. Transitions are depicted by arrows connecting the states and labeled with the input symbols that trigger the transition.
3. Initial State: It represents the starting point of the system. When the system begins, it is in this initial state.
4. Accepting States (Final States): These are the states in which the system is considered to have successfully completed its task or reached a desirable outcome. Not all finite automata have accepting states.

**Need for Automata Theory**

Automata theory is a fundamental concept in computer science and has several practical applications. Here are some of the key reasons for the need and importance of automata theory:

Language Design and Compiler Construction: Automata theory plays a crucial role in the design of programming languages and the construction of compilers. By using finite automata, lexical analyzers (also known as scanners) can efficiently recognize and tokenize the input source code, identifying keywords, identifiers, operators, and other language constructs. This initial step is essential in the process of parsing and compiling programs.

Pattern Recognition: Finite automata are used in pattern recognition tasks, such as searching for specific sequences or patterns within a larger sequence. For example, automata can be employed in text processing applications like searching for keywords in documents or recognizing specific patterns in DNA sequences. Finite automata provide an efficient and structured way to represent and process patterns.

Protocol Design and Network Communication: Automata theory is utilized in the design and analysis of protocols for network communication. Protocols, such as those used in the transmission of data packets, can be modeled and analyzed using finite automata. This helps ensure the correctness, reliability, and efficiency of network protocols.

Regular Expressions and String Manipulation: Regular expressions are widely used in text processing, searching, and string manipulation tasks. They can be effectively represented and matched using finite automata. Automata theory provides a theoretical foundation for regular expressions and enables the efficient implementation of regular expression matching algorithms.

Hardware and Circuit Design: Finite automata are utilized in the design and analysis of digital circuits and hardware systems. Automata theory helps in modeling and optimizing the behavior of hardware components, such as sequential circuits and control units. Finite automata can represent the state transitions and logic of these systems, aiding in their design and verification.

Verification and Model Checking: Automata theory plays a significant role in formal verification and model checking of software and hardware systems. By modeling systems as finite automata, properties and behaviors can be formally specified and verified. Automata-based model checking techniques are used to ensure the correctness of complex systems, detecting potential errors, and ensuring desired properties hold.

Alphabet, strings, language, and operations are key concepts in formal language theory and automata theory. Let's recap and summarize these concepts:

Alphabet:

An alphabet is a finite set of symbols or characters.

It provides the building blocks from which strings are formed.

Symbols in the alphabet can represent letters, digits, punctuation marks, or any other distinct symbols.

Denoted by Σ (sigma), an alphabet is a non-empty, finite set of symbols.

Strings:

A string is a finite sequence of symbols chosen from an alphabet.

It represents textual or symbolic data.

The length of a string is the number of characters it contains.

Strings can be concatenated, split, modified, and analyzed using various operations.

Language:

A language is a set of strings chosen from an alphabet.

It represents a collection of valid strings that satisfy certain rules or properties.

Languages can be finite or infinite, regular or context-free, and more.

Languages play a fundamental role in programming languages, pattern recognition, and formal language theory.

Operations:

Operations are applied to languages to manipulate, combine, or transform them.

Common operations include union, concatenation, Kleene star, intersection, difference, complementation, and homomorphism.

These operations allow for generating new languages from existing ones, modifying language properties, and analyzing language relationships.

**Alphabet:**

In automata theory, an alphabet refers to a finite set of symbols or characters that are used as inputs or outputs in the context of a particular system or problem. The alphabet defines the set of valid symbols that can be used in the transitions and computations of an automaton.

The symbols in an alphabet can represent various entities, such as letters, digits, special characters, or any other distinct symbols relevant to the problem domain. For example, in the context of a programming language, the alphabet may consist of letters (A-Z, a-z), digits (0-9), and special characters like punctuation marks and operators.

The alphabet is denoted by the symbol Σ (sigma) and is defined as a finite non-empty set. Formally, Σ = {a1, a2, a3, ..., an}, where ai represents an individual symbol in the alphabet and n is the total number of symbols in the alphabet.

In the context of finite automata, the alphabet is used to define the valid inputs that trigger state transitions. Each symbol in the alphabet represents a valid input that can cause the automaton to move from one state to another. The transitions in an automaton are typically labeled with the symbols from the alphabet, indicating the valid inputs that trigger those transitions.

**Strings:**

In computer science and automata theory, a string is a finite sequence of symbols or characters chosen from an alphabet. Strings are fundamental entities used to represent and manipulate textual or symbolic data in various computational contexts.

A string can be composed of any combination of characters from the alphabet, and the length of a string refers to the number of characters it contains. For example, in the English alphabet, the string "hello" has a length of 5.

Strings are often denoted using double quotes ("...") or single quotes ('...') to differentiate them from other types of data. The symbols or characters within a string can include letters, digits, whitespace, punctuation marks, and other special characters, depending on the chosen alphabet.

Strings play a vital role in many areas of computer science, including programming, text processing, pattern matching, and language theory. Here are some key concepts related to strings:

Concatenation: String concatenation refers to the operation of combining two or more strings together to create a new string. For example, concatenating the strings "hello" and "world" results in the string "helloworld".

Substring: A substring is a contiguous sequence of characters within a given string. It represents a portion or fragment of the original string. For example, the string "hello" has the substring "ell".

Pattern Matching: Pattern matching involves searching for specific patterns or substrings within a larger string. Various algorithms and techniques, such as regular expressions, finite automata, and string matching algorithms like the Knuth-Morris-Pratt (KMP) algorithm or the Boyer-Moore algorithm, are used to efficiently search for patterns in strings.

Operations and Manipulations: Strings can be subject to various operations and manipulations, such as character extraction, replacement, splitting, and transformation. These operations allow for string manipulation, text parsing, and data processing tasks.

Languages: In the context of automata theory, strings are used to define languages. A language is a set of strings that satisfy certain rules or properties. The properties may include grammatical rules, syntax, or specific patterns. Automata, such as finite automata or pushdown automata, can be used to recognize or generate strings that belong to a particular language.

**Language:**

In the context of computer science and automata theory, a language refers to a set of strings or sequences of symbols chosen from an alphabet. Languages play a fundamental role in various computational tasks and are used to represent and describe patterns, structures, or collections of data.

Formally, a language is defined as a set of strings over an alphabet Σ. The strings in a language can be of varying lengths and can consist of any combination of symbols from the alphabet. The language itself represents a collection or set of all the valid strings that satisfy certain rules or properties.

Languages can be classified into different types based on their characteristics and properties. Here are some common classifications:

Regular Languages: Regular languages are the simplest and most well-defined type of language. They can be recognized and generated by regular expressions, finite automata (both deterministic and non-deterministic), and regular grammar. Regular languages are closed under various operations like union, concatenation, and Kleene star.

Context-Free Languages: Context-free languages have a more complex structure compared to regular languages. They can be recognized and generated by context-free grammars and pushdown automata. Context-free languages are widely used in programming languages, parsing, and syntax analysis.

Context-Sensitive Languages: Context-sensitive languages are even more expressive than context-free languages. They are defined by context-sensitive grammars or linear-bounded automata. Context-sensitive languages are used in natural language processing, formal language theory, and computational linguistics.

Recursive Enumerable Languages: Recursive enumerable languages, also known as recursively enumerable or Turing-recognizable languages, are the most general type of language. They can be recognized by Turing machines, which are the foundational model of computation. Recursive enumerable languages encompass all computable languages.

Languages can also be classified based on their properties, such as regular vs. irregular, decidable vs. undecidable, or finite vs. infinite. Additionally, languages can be used to describe natural languages, programming languages, regular expressions, pattern languages, and more.

**Operations:**

In the context of formal languages and automata theory, various operations can be performed on languages to manipulate, combine, or transform them. These operations provide ways to generate new languages from existing ones or modify their properties. Here are some common operations on languages:

Union (L1 ∪ L2): The union of two languages L1 and L2 is the language that contains all the strings that belong to either L1 or L2, or both. It represents the combination or merger of two languages.

Concatenation (L1 ⋅ L2): The concatenation of two languages L1 and L2 is the language that contains all possible concatenations of a string from L1 followed by a string from L2. It represents the sequential arrangement or chaining of strings from two languages.

Kleene Star (L\*): The Kleene star operation applied to a language L generates the language that contains all possible combinations of zero or more strings from L. It represents the closure under repetition or iteration of strings in the language.

Intersection (L1 ∩ L2): The intersection of two languages L1 and L2 is the language that contains all the strings that belong to both L1 and L2. It represents the common elements or overlap between two languages.

Difference (L1 - L2): The difference between two languages L1 and L2 is the language that contains all the strings that belong to L1 but not to L2. It represents the elements that are in L1 but not in L2.

Complementation (¬L or L'): The complement of a language L is the language that contains all the strings over the alphabet that do not belong to L. It represents the negation or inversion of the language.

Homomorphism (h(L)): A homomorphism applied to a language L transforms each string in L by replacing symbols according to a predefined mapping. It allows for the modification or substitution of symbols in the language.

These operations can be used to manipulate languages and construct new languages with different properties. For example, using these operations, one can combine regular languages to create more complex languages, express patterns using regular expressions, or generate languages that satisfy certain properties.

There are two main types of finite automata: deterministic finite automata (DFA) and non-deterministic finite automata (NFA).

Deterministic Finite Automata (DFA): In a DFA, for every state and input symbol, there is exactly one transition. It means that the next state is uniquely determined by the current state and input symbol. DFAs are simpler to understand and implement, but they have more restrictive computational power compared to NFAs.

Non-deterministic Finite Automata (NFA): In an NFA, there can be multiple transitions for a given state and input symbol, or even transitions without consuming any input symbol (called epsilon transitions). This non-determinism allows for more expressive power, but also adds complexity to the analysis and simulation of NFAs.

**Deterministic Finite Automata (DFA):**

A Deterministic Finite Automaton (DFA) is a type of finite state machine that recognizes or accepts a regular language. It is a computational model used to represent systems with discrete states and deterministic transitions.

Properties of a DFA:

States: A DFA consists of a finite set of states. Each state represents a specific configuration or condition of the system being modeled.

Alphabet: The DFA operates on an alphabet, which is a finite set of input symbols. These symbols trigger state transitions in the DFA.

Transitions: DFA transitions are deterministic, meaning that for each state and input symbol, there is exactly one next state. The transition function specifies the next state based on the current state and the input symbol.

Initial State: The DFA has a designated initial state from which it starts processing the input.

Accepting States (Final States): DFA can have zero or more accepting states that signify the successful completion of a computation or recognition. If the DFA reaches an accepting state after processing the entire input, it indicates that the input string is accepted by the DFA.

DFA Working:

1) Deterministic Finite Automata (DFA):

DFA consists of 5 tuples {Q, Σ, q, F, δ}.

Q : set of all states.

Σ : set of input symbols. ( Symbols which machine takes as input )

q : Initial state. ( Starting state of a machine )

F : set of final state.

δ : Transition Function, defined as δ : Q X Σ --> Q.

In a DFA, for a particular input character, the machine goes to one state only. A transition function is defined on every state for every input symbol. Also in DFA null (or ε) move is not allowed, i.e., DFA cannot change state without any input character.

For example, construct a DFA which accept a language of all strings ending with ‘a’.  
Given:  Σ = {a,b}, q = {q0}, F={q1}, Q = {q0, q1}

First, consider a language set of all the possible acceptable strings in order to construct an accurate state transition diagram.  
L = {a, aa, aaa, aaaa, aaaaa, ba, bba, bbbaa, aba, abba, aaba, abaa}  
Above is simple subset of the possible acceptable strings there can many other strings which ends with ‘a’ and contains symbols {a,b}.
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Fig 1. State Transition Diagram for DFA with Σ = {a, b}

Strings not accepted are,  
ab, bb, aab, abbb, etc.

State transition table for above automaton,

| ⇣State\Symbol⇢ | a | b |
| --- | --- | --- |
| q0 | q1 | q0 |
| q1 | q1 | q0 |

One important thing to note is, there can be many possible DFAs for a pattern. A DFA with a minimum number of states is generally preferred.

//

DFA Working:

The DFA starts in the initial state.

For each input symbol, the DFA reads the symbol and transitions to the next state based on the current state and the input symbol.

The process continues until all input symbols are consumed.

After reading the entire input, if the DFA is in an accepting state, the input is accepted; otherwise, it is rejected.

DFA Example:

Let's consider a simple DFA that recognizes strings over the alphabet {0, 1} that end with "01".

States: {q0, q1}

Alphabet: {0, 1}

Initial State: q0

Accepting State: q1

Transitions:

q0, 0 -> q0 (self-loop on 0)

q0, 1 -> q0 (self-loop on 1)

q0, 1 -> q1 (transition to q1 on input 1)

q1, 0 -> q0 (transition to q0 on input 0 or 1)

In this example, if the DFA reaches state q1 after reading the input string, it is considered accepted. Otherwise, it is rejected.

DFAs have practical applications in various areas, including lexical analysis, regular expression matching, language recognition, and parsing. They provide a simple yet powerful model for recognizing regular languages and are widely used in compiler design and pattern matching algorithms.

A Non-Deterministic Finite Automaton (NFA) is another type of finite state machine used to recognize or accept regular languages. Unlike a Deterministic Finite Automaton (DFA), an NFA allows for non-deterministic or multiple transitions from a state for a given input symbol or even transitions without consuming any input symbol.

Properties of an NFA:

States: An NFA consists of a finite set of states representing different configurations or conditions of the system.

Alphabet: Similar to a DFA, an NFA operates on an alphabet, which is a finite set of input symbols.

Transitions: In an NFA, there can be multiple transitions from a state for a given input symbol, or there can be epsilon transitions (ε-transitions) that occur without consuming any input symbol.

Initial State: The NFA has an initial state from which it starts processing the input.

Accepting States (Final States): Similar to a DFA, an NFA can have zero or more accepting states to indicate successful acceptance or recognition.

2) Nondeterministic Finite Automata(NFA): NFA is similar to DFA except following additional features:

Null (or ε) move is allowed i.e., it can move forward without reading symbols.

Ability to transmit to any number of states for a particular input.

However, these above features don’t add any power to NFA. If we compare both in terms of power, both are equivalent.

Due to the above additional features, NFA has a different transition function, the rest is the same as DFA.

δ: Transition Function

δ:  Q X (Σ U ε ) --> 2 ^ Q.

As you can see in the transition function is for any input including null (or ε), NFA can go to any state number of states. For example, below is an NFA for the above problem.

![IMG_256](data:image/png;base64,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)

Fig 2. State Transition Diagram for NFA with Σ = {a, b}

State Transition Table for above Automaton,

| ⇣State\Symbol⇢ | a | b |
| --- | --- | --- |
| q0 | {q0,q1} | q0 |
| q1 | ∅ | ∅ |

One important thing to note is, in NFA, if any path for an input string leads to a final state, then the input string is accepted. For example, in the above NFA, there are multiple paths for the input string “00”. Since one of the paths leads to a final state, “00” is accepted by the above NFA.

Working of an NFA:

The NFA starts in the initial state.

For each input symbol or epsilon transition, the NFA explores multiple possible transitions simultaneously, leading to different states or staying in the same state.

The NFA maintains multiple possible paths or configurations during its computation.

After reading the entire input, if any of the possible paths or configurations lead to an accepting state, the input is accepted; otherwise, it is rejected.

NFA Example:

Let's consider an NFA that recognizes strings over the alphabet {0, 1} that contain "01" as a substring.

States: {q0, q1, q2}

Alphabet: {0, 1}

Initial State: q0

Accepting State: q2

Transitions:

q0, 0 -> q0 (self-loop on 0)

q0, 1 -> q1 (transition to q1 on input 1)

q1, 0 -> q2 (transition to q2 on input 0)

In this example, the NFA explores multiple possible paths while reading the input string. If any of the paths lead to state q2, the input is accepted.

**Design of DFA**

The design of a Deterministic Finite Automaton (DFA) involves specifying its states, alphabet, transitions, initial state, and accepting states to recognize or accept a specific language. Here's a general approach to designing a DFA:

Define the Language: Clearly define the language that the DFA should recognize. Specify the rules or properties that the valid strings in the language must satisfy.

Determine the Alphabet: Identify the set of symbols or characters that make up the alphabet for the DFA. These symbols should be relevant to the language being recognized.

Determine the States: Determine the set of states required to model the system or language. The number of states will depend on the complexity of the language and the problem being solved.

Define the Transitions: Specify the transitions between states based on the input symbols from the alphabet. Determine the next state for each state-input symbol combination.

Determine the Initial State: Choose an initial state from which the DFA starts processing the input. This state represents the starting configuration of the system.

Determine the Accepting States: Identify the states in which the DFA should end to indicate successful acceptance or recognition of a string. These states represent the desirable outcomes or completion of the task.

Validate the Design: Test the DFA design by running example strings from the language and ensuring that the DFA behaves as expected. Verify that the DFA accepts valid strings and rejects invalid ones.

Note that the design of a DFA depends on the specific language or problem being solved. The complexity of the language and the desired behavior of the DFA will influence the number of states and transitions required.

To assist in the design process, there are algorithms and techniques available, such as Thompson's construction or subset construction, which can systematically convert regular expressions or non-deterministic automata to equivalent deterministic automata.

During the design process, it is important to consider the correctness, efficiency, and simplicity of the DFA. Simplification techniques like state minimization can be applied to reduce the number of states and make the DFA more manageable.

**Design of NFA**

The design of a Non-Deterministic Finite Automaton (NFA) involves specifying its states, alphabet, transitions, initial state, and accepting states to recognize or accept a specific language. Here's a general approach to designing an NFA:

Define the Language: Clearly define the language that the NFA should recognize. Specify the rules or properties that the valid strings in the language must satisfy.

Determine the Alphabet: Identify the set of symbols or characters that make up the alphabet for the NFA. These symbols should be relevant to the language being recognized.

Determine the States: Determine the set of states required to model the system or language. The number of states will depend on the complexity of the language and the problem being solved.

Define the Transitions: Specify the transitions between states based on the input symbols from the alphabet. For each state-input symbol combination, determine the set of possible next states or epsilon transitions.

Determine the Initial State: Choose an initial state from which the NFA starts processing the input. This state represents the starting configuration of the system.

Determine the Accepting States: Identify the states in which the NFA should end to indicate successful acceptance or recognition of a string. These states represent the desirable outcomes or completion of the task.

Validate the Design: Test the NFA design by running example strings from the language and ensuring that the NFA behaves as expected. Verify that the NFA accepts valid strings and rejects invalid ones.

Note that the design of an NFA depends on the specific language or problem being solved. The complexity of the language and the desired behavior of the NFA will influence the number of states, transitions, and epsilon transitions required.

To assist in the design process, there are algorithms and techniques available, such as Thompson's construction, that can systematically convert regular expressions to equivalent NFAs.

During the design process, it is important to consider the correctness, efficiency, and simplicity of the NFA. NFAs may have multiple possible paths and transitions, which can increase complexity compared to Deterministic Finite Automata (DFAs).

**Equivalence of NFA, DFA**

The equivalence of Non-Deterministic Finite Automata (NFAs) and Deterministic Finite Automata (DFAs) is a fundamental concept in automata theory. Two automata are said to be equivalent if they recognize the same language, i.e., they accept exactly the same set of strings.

Theorem: Every NFA can be converted to an equivalent DFA.

This theorem implies that for any NFA, there exists a corresponding DFA that recognizes the same language. This conversion process is known as the subset construction or powerset construction.

Subset Construction:

Start with the initial state of the NFA as the initial state of the DFA.

For each state in the DFA, compute the set of states that the NFA can be in after processing the same input symbol.

Each computed set of states becomes a state in the DFA.

Repeat the process for each newly computed state until no more states can be added.

Define the transitions of the DFA based on the computed sets of states and the input symbols.

The accepting states of the DFA are those that contain at least one accepting state from the original NFA.

By applying the subset construction, we can convert any NFA into an equivalent DFA. This demonstrates that NFAs and DFAs are equally expressive in terms of the languages they can recognize. However, the DFA may have a larger number of states compared to the NFA due to the deterministic nature of DFA transitions.

First we are going to prove by induction on strings that 1\*( q1,0 , w ) = 2\*( q2,0 , w ) for any string w. When it is proven, it obviously implies that NFA M1 and DFA M2 accept the same strings.

Theorem: For any string w, 1\*( q1,0 , w ) = 2\*( q2,0 , w ) .

Proof: This is going to be proven by induction on w.

Basis Step: For w = ,

2\*( q2,0 , ) = q2,0 by the definition of 2\* .

= { q1,0 } by the construction of DFA M2 .

= 1\*( q1,0 , ) by the definition of 1\* .

Inductive Step: Assume that 1\*( q1,0 , w ) = 2\*( q2,0 , w ) for an arbitrary string w. --- Induction Hypothesis

For the string w and an arbitrry symbol a in ,

1\*( q1,0 , wa ) =

= 2( 1\*( q1,0 , w ) , a )

= 2( 2\*( q2,0 , w ) , a )

= 2\*( q2,0 , wa )

Thus for any string w 1\*( q1,0 , w ) = 2\*( q2,0 , w ) holds.

End of Proof.

**Finite Automata Conversions**

**Conversion from NFA to DFA**

The process of converting a Non-Deterministic Finite Automaton (NFA) to an equivalent Deterministic Finite Automaton (DFA) is known as the NFA to DFA conversion or subset construction. This conversion is important because DFAs are typically easier to analyze, simulate, and implement compared to NFAs. Here's an overview of the NFA to DFA conversion process:

NFA to DFA Conversion (Subset Construction):

Start with the initial state of the NFA as the initial state of the DFA.

Create an empty set called "unmarked" to keep track of states in the DFA that have not been processed yet.

While there are unmarked states in the DFA:

a. Choose an unmarked state from the DFA and mark it.

b. Compute the set of states that can be reached from the marked state by following epsilon transitions and transitions on each input symbol from the NFA.

c. This computed set of states becomes a state in the DFA.

d. If the computed set of states is not in the DFA, add it to the DFA as an unmarked state.

e. Create transitions in the DFA from the current state to the new state for each input symbol.

Repeat Step 3 until all states in the DFA have been marked.

The set of accepting states in the DFA are those states that contain at least one accepting state from the NFA.

By applying the subset construction algorithm, we can convert an NFA to an equivalent DFA. The resulting DFA will recognize the same language as the original NFA.

WITH EXAMPLE

NFA:

States: {q0, q1, q2}

Alphabet: {0, 1}

Initial State: q0

Accepting States: {q2}

Transitions:

q0, ε -> q1 (epsilon transition)

q0, 0 -> q0

q0, 1 -> q0

q1, 0 -> q1

q1, 1 -> q2

q2, 0 -> q2

q2, 1 -> q2

Now, let's convert this NFA to an equivalent DFA using the subset construction algorithm:

Start with the initial state of the NFA, q0, as the initial state of the DFA.

DFA:

States: {A} (initially contains q0)

Alphabet: {0, 1}

Initial State: A

Accepting States: {}

Compute the set of states that can be reached from state A by following epsilon transitions and transitions on each input symbol from the NFA. For state A, we start by considering the epsilon closure of q0, which includes q0 and q1.

DFA:

States: {A, B} (A: {q0, q1})

Alphabet: {0, 1}

Initial State: A

Accepting States: {}

Compute the transitions from state A in the DFA by considering the transitions from each state in the set {q0, q1}.

DFA:

States: {A, B} (A: {q0, q1})

Alphabet: {0, 1}

Initial State: A

Accepting States: {}

Transitions:

A, 0 -> A (transition from q0 to q0 in the NFA)

A, 1 -> A (transition from q0 to q0 in the NFA)

Compute the transitions from state B in the DFA by considering the transitions from each state in the set {q0, q2}.

DFA:

States: {A, B} (A: {q0, q1}, B: {q0, q2})

Alphabet: {0, 1}

Initial State: A

Accepting States: {}

Transitions:

A, 0 -> A (transition from q0 to q0 in the NFA)

A, 1 -> A (transition from q0 to q0 in the NFA)

B, 0 -> B (transition from q0 to q2 in the NFA)

B, 1 -> B (transition from q0 to q2 in the NFA)

Continue the process until no more unmarked states can be added to the DFA.

DFA:

States: {A, B, C} (A: {q0, q1}, B: {q0, q2}, C: {q2})

Alphabet: {0, 1}

Initial State: A

Accepting States: {C}

Transitions:

A, 0 -> A

A, 1 -> A

B, 0 -> B

B, 1 -> B

C, 0 -> C

C, 1 -> C

The set of accepting states in the DFA is {C}, which contains the accepting state q2 from the NFA.

The resulting DFA is now equivalent to the original NFA. It recognizes the same language as the NFA, which consists of all strings over the alphabet {0, 1} that contain "01" as a substring.

**NFA ε to NFA**

**T**he conversion from an NFA with epsilon transitions (NFA ε) to an equivalent NFA without epsilon transitions involves eliminating the epsilon transitions and updating the transitions accordingly. Here's a step-by-step process to convert an NFA ε to an NFA:

Remove Epsilon Transitions:

For each state in the NFA, determine its epsilon closure. The epsilon closure of a state is the set of states that can be reached from it by following only epsilon transitions.

Create new transitions in the NFA for each non-epsilon transition from the original NFA and also include the states in the epsilon closure of the current state.

Eliminate the epsilon transitions by removing the epsilon symbol (ε) from the transitions.

Update Transitions:

Update the transitions of the NFA to reflect the changes made in Step 1. Replace any epsilon transitions with the appropriate non-epsilon transitions based on the epsilon closures.

Update Accepting States:

If any state in the NFA's epsilon closure of the original accepting state is an accepting state, mark it as an accepting state in the updated NFA.

Remove Unreachable States:

Remove any states in the NFA that are no longer reachable after the elimination of epsilon transitions.

After performing these steps, the resulting NFA will be an equivalent NFA without epsilon transitions. It will recognize the same language as the original NFA ε.

Note that the resulting NFA may have a larger number of states compared to the original NFA ε due to the expansion of states during the epsilon closure computation.

It's worth mentioning that the conversion from NFA ε to DFA can be performed directly by applying the subset construction algorithm to the NFA without eliminating epsilon transitions. The resulting DFA will recognize the same language as the NFA ε. However, if the goal is to convert to an NFA without epsilon transitions, the aforementioned steps can be followed.

**Example**

NFA ε:

States: {q0, q1, q2}

Alphabet: {0, 1}

Initial State: q0

Accepting State: q2

Transitions:

q0, ε -> q1

q0, 0 -> q0

q1, 1 -> q2

q2, ε -> q0

Step 1: Remove Epsilon Transitions

Compute the epsilon closure of each state:

Epsilon closure of q0: {q0, q1, q2}

Epsilon closure of q1: {q1}

Epsilon closure of q2: {q0, q2}

Update the transitions:

q0, 0 -> q0

q0, 1 -> q2

q1, 1 -> q2

q2, 0 -> q0

q2, 1 -> q2

Updated NFA:

States: {q0, q1, q2}

Alphabet: {0, 1}

Initial State: q0

Accepting State: q2

Transitions:

q0, 0 -> q0

q0, 1 -> q2

q1, 1 -> q2

q2, 0 -> q0

q2, 1 -> q2

The resulting NFA is now an equivalent NFA without epsilon transitions.

In this example, the original NFA had an epsilon transition from q0 to q1 and another from q2 to q0. After the conversion, these epsilon transitions are eliminated, and the transitions are updated accordingly based on the epsilon closures.

**Minimization of DFA**

The minimization of a Deterministic Finite Automaton (DFA) involves reducing the number of states in the DFA while preserving the language it recognizes. The goal is to find an equivalent DFA with the minimum number of states. The minimization process can be achieved using the algorithm known as the "Hopcroft's Algorithm". Here's an overview of the DFA minimization process:

Hopcroft's Algorithm for DFA Minimization:

Partition the states into two sets: accepting states and non-accepting states. Initially, these two sets are used as the initial partition.

Create a worklist containing the two sets created in step 1.

While the worklist is not empty, select a set from the worklist.

For each input symbol in the alphabet, partition each set in the worklist based on the transitions to different sets. If a set is split into two or more subsets, create new sets and update the worklist accordingly.

Repeat steps 3 and 4 until the worklist is empty and no further partitioning can be done.

The resulting sets obtained after the partitioning process represent the minimized states of the DFA.

Construct a new DFA using the minimized sets as states. Update the transitions and determine the initial state and accepting states based on the original DFA.

The resulting DFA obtained after the minimization process is an equivalent DFA with the minimum number of states.

The minimization process ensures that the resulting DFA recognizes the same language as the original DFA, but with the minimum number of states required to represent that language.

It's important to note that the minimization of a DFA requires the knowledge of the complete language recognized by the DFA. Additionally, Hopcroft's Algorithm can have a time complexity of O(n log n), where n is the number of states in the DFA.

By applying the steps of Hopcroft's Algorithm, one can systematically minimize a DFA to obtain an equivalent DFA with the minimum number of states, making it more efficient and easier to analyze.

**Moore and Mealy Machines.**

Moore and Mealy machines are two types of finite state machines (FSMs) that are commonly used to model and describe sequential logic systems. They differ in terms of how they define the outputs of the machine. Let's explore each of these machine types:

Moore Machine:

In a Moore machine, the outputs are associated with the states of the machine.

Each state in the machine has a fixed output value, which remains constant as long as the machine remains in that state.

The outputs of a Moore machine are determined solely by the current state, independent of the input symbol.

The transitions in a Moore machine are based on the input symbol, which determines the next state, but the outputs remain associated with the states.

Mealy Machine:

In a Mealy machine, the outputs are associated with the transitions between states.

The outputs of a Mealy machine depend on both the current state and the input symbol.

Each transition in a Mealy machine is associated with an output value, which is produced when the transition is taken.

The outputs of a Mealy machine can change dynamically as the machine transitions from one state to another based on the input symbol.

Comparison between Moore and Mealy Machines:

Output Definition: In a Moore machine, outputs are associated with states, while in a Mealy machine, outputs are associated with transitions.

Output Timing: In a Moore machine, the output is generated after entering a new state, while in a Mealy machine, the output is produced when a transition occurs.

Output Dependency: In a Moore machine, outputs depend only on the current state, while in a Mealy machine, outputs depend on both the current state and the input symbol.

Complexity: Moore machines are generally simpler to design and understand since outputs are fixed for each state, while Mealy machines allow for more flexibility and can represent more complex behavior due to their output dependency on both the state and input symbol.

Both Moore and Mealy machines have their applications depending on the specific requirements of the sequential logic system being modeled. The choice between the two depends on factors such as desired output behavior, complexity, and ease of design and implementation.